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Preface

Python, developed by Guido van Rossum of Netherlands in the late 80s, and named after the BBC TV 
show Monty Python's Flying Circus, is one of the most user-friendly and powerful general-purpose 
computer programming languages available today.  

Its English-like syntax makes it a great language for teaching and learning computer programming. Python’s 
powerful data structures/types such as lists, tuples, dictionaries, sets, and arrays make coding simple. It also 
comes with an extensive collection of built-in/library functions that allows users to develop software 
applications with relative ease.  Besides, users can freely import external modules to help them develop all 
sorts of applications. 

Python’s interactive and interpreted mode makes coding and testing software easy. Python also 
doubles us as a powerful and sophisticated calculator.  

You can use Python to develop all sorts of applications ranging from simple Mathematical and Text 
processing to Database, Web, Graphical User Interface, Network, Games, Data Mining, Artificial 
Intelligence, Machine Learning and Deep Learning.  

This book is intended for beginners who have little or no knowledge of programming. It is also 
suitable for intermediate programmers who already have some knowledge of programming.  

This text is suitable for secondary school, college and university students irrespective of their field of 
study – be it Arts, Business, Science, Engineering, Life Sciences or Medicine. It starts with the basics, 
but progresses rapidly to the advanced topics such as lists, tuples, dictionaries, arrays, functions, 
classes, files and databases. So whether you are a beginner or an intermediate programmer, this book 
will help you master the essentials of Python programming very quickly.  

The book is written in a simple, easy-to-read style and contains numerous examples to illustrate the 
programming concepts presented. It also contains exercises to test the reader’s grasp of the material 
presented in each chapter.
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Chapter 1 
 

About Python 
 

 
 

Learning Outcomes: 
 
After completing this chapter, the student will be able to 
 

 Describe the main features of Python. 
 Explain the Python environment. 
 Run Python in calculator, interpreted, and script mode. 
 Describe the different parts of a Python program. 

 
 

1.1 Python Features 

Python was developed by Guido van Rossum of Netherlands in the late 80s. It was named after the 
BBC TV show Monty Python's Flying Circus.  

Python is one of the popular general-purpose programming languages available today. Its English-like 
syntax makes it easier to learn. It is a great language for learning and teaching computer programming. 

With Python you can develop all kinds of applications ranging from simple Business, Mathematical 
and Text processing to Database, Web, GUI (Graphical User Interface), Network, Games, Data 
Mining and Machine Learning applications. 

Python has rich features which includes the following:  
 
 Python can be used as a powerful and sophisticated calculator. 

 
 Python is interactive – you can type your code at the Command prompt and view the results 

immediately.  
 

 Python has an interpreter that lets you execute code as you type. You don’t have to compile the 
whole program to run it. This is very useful for testing and debugging code. 
 

 Python is object-oriented – you can define classes by bundling data attributes (variables) and 
functionality (methods) and create objects and work with them.  
 

1) It has extensive libraries with built-in functions/methods that greatly simplify programming. 
 
2) It is portable – you can run Python code on several hardware and software platforms (Linux and 

Windows). 
 

3) It provides interfaces to major database software like MS Access, SQL Server, SQL Lite, MySQL 
and Oracle. 
 

4) It supports Graphical User Interface (GUI). 
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5) It provides advanced data structures/types like lists, tuples, dictionaries and sets that make
programming easy.

6) It supports automatic garbage collection to reclaim and reuse unused memory previously allocated
to objects that no longer exist.

7) It can be used as a scripting language – you can write programs and store them in files for later
use or embedding them in other programs.

1.2 Python Environment

You can run Python on several platforms like Windows and Linux. You can also incorporate Python code in 
programming languages like C, C++, Java and R. 

You can execute Python code in three modes: 

 Calculator mode – execute one statement or line of code at a time. It will automatically remember the
previous results stored in the memory (provided they are not overwritten).

 Interpreted mode - you can execute statements and view the results immediately. You don’t have to have
the full program to execute it. This feature is very useful for testing and debugging code.

 Script mode – after you have debugged a program, you can store it in a file and later execute it as a script.
This will improve performance, especially if it is a large or computationally-intensive program.

Thus Python provides a user-friendly environment for both novice, intermediate, and expert programmers.    

1.3 Installing Python on Windows 

This text is based on Python 3.6.x. for Windows. You can download and install Python as follows: 

 Open a Web browser and go tohttps://www.anaconda.com/download/.

 Click on Download Python 3.6.x. for Windows.

 Run the downloaded file by accepting all the default settings.

 Run Python and you will see the Command window like the one shown below.

1.4 Running Python Code 

You can run Python in three modes as follows: 
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 Interactive Interpreter

Enter python at the command line as follows:  

C:> python  

You can include options at the Command prompt such as  

-d  provides debug output 
file runs script from file 

 Script at Command-line

You can execute a Python script at the Command line as follows: 

C:> python script.py  

 Integrated Development Environment

You can also run Python in the Integrated Development Environment (IDE) that looks like the one 
shown below:  
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The IDE provides several windows to help you code, see output/results and consult related 
documentation if you need them. It also provides several menus and menu icons (Save, Run, Debug, 
Stop Debugging, etc.) at the top to help you write, test and debug code. 

1.5 Sample Runs 

Let’s now run some simple code in the different modes. 

Calculator Mode 

At the >>> prompt, type the code below and press Enter.  

>>> print ('Hello world!') 

You will get the following output: 

Hello world! 

Here are more examples with their output. 

>>> print ('John ' + 'Mark')  # join the two names 
John Mark 

>>> 5 + 7 * 7 
54 

>>> 15/3 + 5 * 3 - 12 
8.0 

>>> math.sqrt(25)  # take the square root of 25 
5.0 

>>> math.sqrt(25+24) 
7.0 

>>> print (5 + math.sqrt(49)) 
12.0 

>>> v = ['Wong', 'Sally', 'Ali', 'Sam'] # a list of names 
>>> print (v) 
['Wong', 'Sally', 'Ali', 'Sam'] 

>>> t = ('red', 'yellow', 'green') # a tuple of colors 
>>> print (t) 
('red', 'yellow', 'green') 

>>> d = {'Sam': 111, 'Sally': 222} # a dictionary of paired items 
>>> print (d) 
{'Sam': 111, 'Sally': 222} 

Interpreted Mode 

Type the following code and run by clicking the arrow button on the menu bar ( ). 

import math 
name = 'Sally' 
age = 25 
print ('\nYour name is {} and you are {} years old.'.format(name, age)) 
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x = 5 
y = 44 
print ('\nSquare root of x+y = ', math.sqrt(x+y)) 

You will get the following output:  

Your name is Sally and you are 25 years old. 

Square root of x+y =  7.0 

Script Mode 

Write a Python script (like the above) and store it in the default directory as test.py. (Python files 
have extension .py).  

You can now run the stored script by typing 

$ python test.py 

The script will produce the same output as above. 

1.6 Parts of a Python Program

A Python program has many parts/sections (see the below sample program): comments, expressions, 
statements, input, output, functions, import, etc. We will explain the different parts of a Python program using 
a simple sample program given below.  

Note: The line numberings on the left, generated by the system, is for reference purpose only – they are not 
part of the code. Also, for easy reading, Python uses different colors for different parts of a program: green 
for comments, blue for keywords, pink for functions, etc. 

Comments  

Inserting comments in a program makes the code more readable. You can insert comments on a single line, on 
several lines, or inline after a statement. 

A single line comment starts with a sharp character (#) as in lines 7, 10…. in the sample code. Everything on 
that after # is treated as a comment. You can create a multiline comment by starting each line with a #. 

An inline comment starts with a # after a statement as in lines 12, 17…. in the sample code. 

You can also insert a multiline comment by starting and ending the comment with triple apostrophes ('''). 
Such a comment can span several lines as in lines 2 to 6.  

Line spacing 

Inserting blank lines to separate code blocks makes a program more readable as in lines 9, 14…. 

Indentation 

Code blocks in Python are indented by a fixed number of spaces (typically 4 spaces) as in lines 12 and 13. All 
statements in the code block must follow the same indentation.   
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Sample Python code 

Sample output  
Enter radius: 5.85 

Area of circle with radius 5.85 = 107.51 

Area of triangle with base 5.80 and height 7.20 = 20.88 

Name list: ['Joe', 'May', 'Wong'] 

Traffic light colors:  ('red', 'yellow', 'green') 

Tel. list:  {'Joe': 1234567, 'May': 2345678, 'Wong': 3456789} 
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Keywords 
 
Keywords (also called reserved words) have special meaning in Python. You cannot use these keywords for 
any other purpose such as for naming identifiers (variables, functions or classes). For example, import (line 
8), define (line 11) and return (line 13) in the code are keywords. 
 
Case sensitivity 
 
Python identifiers for naming variables, functions and classes are case-sensitive. It treats uppercase and 
lowercase letters as different characters. That means, name, Name and NAME are all different identifiers.  
 
Parameters 
 
Parameters (arguments) in functions (methods) are enclosed between a pair of curved brackets (). The 
brackets are still needed even if a function has no parameters. 
 
Input statement 
 
The input statement (function) is used for reading data from the Keyboard (or Console). It takes the form 
 
variable = input ('prompt')  
 
where variable stores the data entered, and prompt prompts the user to enter the data. 
 
Output statement 
 
The print function is used for sending output (results) to the monitor (Console). It takes the form 
 
print (output list)  
 
where output list is a list of variables or expressions  that you want to print or display.  
 
Assignment statement  
 
An assignment statement takes the form  
 
variable = expression 
 
where variable stores the result of the expression, and  = is an assignment operator (not an equality 
operator). In an assignment statement, the expression on the right-hand side of = is first evaluated and the 
result is assigned to the variable on the left-hand side of =. The expression can be a number, a constant, 
a literal, a variable, an algebraic expression, or a function or method call.   
 
Import statement 
 
The import statement is used to import modules (classes) stored in external files. It begins with the keyword 
import followed by the name of the module (e.g.  math) as in line 8. 
 
Lists, tuples and dictionaries 
 
Python variables include grouped data: lists, tuples and dictionaries.  Lists are enclosed between square 
brackets [] as in line 28; tuples are enclosed between curved brackets () as in line 31; and dictionaries 
(containing paired items) are enclosed between braces or curly brackets {} as in line 34. 
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Note: We will discuss all these and topics in greater detail in the rest of the chapters. So don’t worry if you 
haven’t fully grasped the material presented in this chapter. The sample code is meant to give you a flavor of 
how a Python program looks like. As you progress through the chapters, you will learn how to write Python 
programs. 
 
 
 

Exercise 
 
1. Run Python in calculator mode to evaluate the following: 

 
a) 23 – (4 * 15) / 3 + 73 
b) Concatenate (join) the strings “Good” and “day” 
c) Concatenate the strings “time”, “and”,  “chance” 

 
2. Run Python in calculator mode to evaluate the following: 

 
a) Square of 547.25 
b) Square root of 973.16 
c) Square root of (973.75 + square of (45) ) 

 
3. Run Python in interpreted mode to execute the following code: 

 
x = (55 + 25) * 2 
y = 546.95 + sqrt(25) 
z = x + y 
print ('Sum of x and y = ', z) 
 

4. Execute the code in question (3) in script mode. 
 

5. Run Python in interpreted mode to execute the following code: 
 
hours = 98  
rate = 35.70 
gross_pay = hours * rate 
deduction = 10 * pay 
net_pay = pay - deduction  
print ('Take home pay = $', netpay) 
 

6. Execute the code in question (5) in script mode. 
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Chapter 2 

Python Basics

Learning Outcomes: 

After completing this chapter, the student will be able to 

 Form identifiers and variables.
 Use arithmetic, logical and relational operators.
 Form expressions.
 Write assignment statements.
 Identify different data types.
 Perform input/output.
 Write simple Python code.

2.1 Identifiers 

Identifiers are used to name variables, functions, classes, objects and modules. They are simply references 
(pointers) to memory locations for storing objects such as numbers, strings, dates or Boolean values. 

An identifier consists of one or more lower and upper letters (a-z, A-Z), digits (0-9) and the underscore (_). 
Identifiers must start with an underscore or a letter followed by zero or more letters, digits or underscores. 
Special characters such as #, &, @, $ and % are not allowed in an identifier. The blank or space character is also 
not allowed in an identifier. 

Python identifiers are case-sensitive, meaning it treats uppercase and lowercase letters as different characters. 
That means, NAME, Name and name are all different identifiers.  

The following naming convention is used for identifiers: 

 All class names start with uppercase letters.
 All other identifiers start with lowercase letters.
 An identifier with a single leading underscore indicates that it is private.
 An identifier with two leading underscores indicates that it is strongly private.
 An identifier that ends with two trailing underscores indicates that it is a special language-defined name.

The following are examples of valid identifiers. 

k rate_of_return Employee x
count total_salary suffix_ match
name __init__ Account found
_prefix sum_of_x2 tax_rate_1 email
age interest_rate city myList

The following are examples of invalid identifiers. 


