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Preface
Object-oriented programming, also known as OOP, is a required skill in absolutely 
any modern software developer job. It makes a lot of sense because object-oriented 
programming allows you to maximize code reuse and minimize the maintenance 
costs. However, learning object-oriented programming is challenging because it 
includes too many abstract concepts that require real-life examples to make it easy  
to understand. In addition, object-oriented code that doesn't follow best practices  
can easily become a maintenance nightmare.

Nowadays, you need to work with more than one programming language at the 
same time to develop applications. For example, a modern Internet of Things 
project may require the Python code running on a board and a combination of 
C#, JavaScript, and HTML code to develop both the web and mobile apps that 
allow users to control the Internet of Things device. Thus, learning object-oriented 
programming for a single programming language is usually not enough.

This book allows you to develop high-quality reusable object-oriented code in 
Python, JavaScript, and C#. You will learn the object-oriented programming 
principles and how they are or will be used in each of the three covered 
programming languages. You will also learn how to capture objects from real-world 
elements and create object-oriented code that represents them. This book will help 
you understand the different approaches of Python, JavaScript, and C# toward 
object-oriented code. You will maximize code reuse in the three programming 
languages and reduce maintenance costs. Your code will become easy to understand 
and it will work with representations of real-life elements.
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What this book covers
Chapter 1, Objects Everywhere, covers the principles of object-oriented paradigms 
and some of the differences in the approaches toward object-oriented code in  
each of the three covered programming languages: Python, JavaScript, and C#.  
You will understand how real-world objects can become part of fundamental 
elements in the code.

Chapter 2, Classes and Instances, tells you how to generate blueprints in order to 
create objects. You will understand the difference between classes, prototypes, 
and instances in object-oriented programming.

Chapter 3, Encapsulation of Data, teaches you how to organize data in the blueprints 
that generate objects. You will understand the different members of a class, learn the 
difference between mutability and immutability, and customize methods and fields 
to protect them against undesired access.

Chapter 4, Inheritance and Specialization, explores how to create a hierarchy of 
blueprints that generate objects. We will take advantage of inheritance and  
many related features to specialize behavior.

Chapter 5, Interfaces, Multiple Inheritance, and Composition, works with more complex 
scenarios in which we have to use instances that belong to more than one blueprint. 
We will use the different features included in each of the three covered programming 
languages to code an application that requires the combination of multiple blueprints 
in a single instance.

Chapter 6, Duck Typing and Generics, covers how to maximize code reuse by writing 
code capable of working with objects of different types. In this chapter, you will 
learn parametric polymorphism, generics, and duck typing.

Chapter 7, Organization of Object-Oriented Code, provides information on how to 
write code for a complex application that requires dozens of classes, interfaces, and 
constructor functions according to the programing language that you use. It will help 
you understand the importance of organizing object-oriented code and think about 
the best solution to organize object-oriented code.

Chapter 8, Taking Full Advantage of Object-Oriented Programming, talks about how  
to refactor existing code to take advantage of all the object-oriented programming 
techniques that you learned so far. The difference between writing object-oriented 
code from scratch and refactoring existing code is explained in this chapter. It will 
also help you prepare object-oriented code for future requirements.
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What you need for this book
You will need a computer with at least an Intel Core i3 CPU or equivalent with 4 
GB RAM, running on Windows 7 or a higher version, Mac OS X Mountain Lion or 
a higher version, or any Linux version that is capable of running Python 3.4, and a 
browser with JavaScript support.

You will need Python 3.4.3 installed on your computer. You can work with  
your favorite editor or use any Python IDE that is compatible with the mentioned 
Python version.

In order to work with the C# examples, you will need Visual Studio 2015 or 2013. 
You can use the free Express editions to run all the examples. If you aren't working 
on Windows, you can use Xamarin Studio 5.5 or higher.

In order to work with the JavaScript examples, you will need web browsers such as 
Chrome 40.x or higher, Firefox 37.x or higher, Safari 8.x or higher, Internet Explorer 
10 or higher that provides a JavaScript console.

Who this book is for
If you're a Python, JavaScript, or C# developer and want to learn the basics of  
object-oriented programming with real-world examples, this book is for you.

Conventions
In this book, you will find a number of text styles that distinguish between different 
kinds of information. Here are some examples of these styles and an explanation of 
their meaning.

Code words in text, database table names, folder names, filenames, file extensions, 
pathnames, dummy URLs, user input, and Twitter handles are shown as follows: 
"We can use a rectangle class as a blueprint to generate the four different 
rectangle instances."

A block of code is set as follows:

function calculateArea(width, height) {
  return new Rectangle(width, height).calculateArea();
}

calculateArea(143, 187);
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When we wish to draw your attention to a particular part of a code block, the 
relevant lines or items are set in bold:

function Mammal() {}
Mammal.prototype = new Animal();
Mammal.prototype.constructor = Mammal;
Mammal.prototype.isPregnant = false;
Mammal.prototype.pairsOfEyes = 1;

Any command-line input or output is written as follows:

Rectangle {width: 293, height: 117}

Rectangle {width: 293, height: 137}

New terms and important words are shown in bold. Words that you see on the screen, 
for example, in menus or dialog boxes, appear in the text like this: "The following line 
prints "System.Object" as a result in the Immediate Window in the IDE."

Warnings or important notes appear in a box like this.

Tips and tricks appear like this.

Reader feedback
Feedback from our readers is always welcome. Let us know what you think about 
this book—what you liked or disliked. Reader feedback is important for us as it  
helps us develop titles that you will really get the most out of.

To send us general feedback, simply e-mail feedback@packtpub.com, and mention 
the book's title in the subject of your message.

If there is a topic that you have expertise in and you are interested in either writing 
or contributing to a book, see our author guide at www.packtpub.com/authors.

Customer support
Now that you are the proud owner of a Packt book, we have a number of things to 
help you to get the most from your purchase.

www.packtpub.com/authors
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Downloading the example code
You can download the example code files from your account at http://www.
packtpub.com for all the Packt Publishing books you have purchased. If you 
purchased this book elsewhere, you can visit http://www.packtpub.com/support 
and register to have the files e-mailed directly to you.

Errata
Although we have taken every care to ensure the accuracy of our content, mistakes 
do happen. If you find a mistake in one of our books—maybe a mistake in the text or 
the code—we would be grateful if you could report this to us. By doing so, you can 
save other readers from frustration and help us improve subsequent versions of this 
book. If you find any errata, please report them by visiting http://www.packtpub.
com/submit-errata, selecting your book, clicking on the Errata Submission Form 
link, and entering the details of your errata. Once your errata are verified, your 
submission will be accepted and the errata will be uploaded to our website or added 
to any list of existing errata under the Errata section of that title.

To view the previously submitted errata, go to https://www.packtpub.com/books/
content/support and enter the name of the book in the search field. The required 
information will appear under the Errata section.

Piracy
Piracy of copyrighted material on the Internet is an ongoing problem across all 
media. At Packt, we take the protection of our copyright and licenses very seriously. 
If you come across any illegal copies of our works in any form on the Internet, please 
provide us with the location address or website name immediately so that we can 
pursue a remedy.

Please contact us at copyright@packtpub.com with a link to the suspected  
pirated material.

We appreciate your help in protecting our authors and our ability to bring you 
valuable content.

http://www.packtpub.com
http://www.packtpub.com
http://www.packtpub.com/support
http://www.packtpub.com/submit-errata
http://www.packtpub.com/submit-errata
https://www.packtpub.com/books/content/support
https://www.packtpub.com/books/content/support
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Objects Everywhere
Objects are everywhere, and therefore, it is very important to recognize elements, 
known as objects, from real-world situations. It is also important to understand 
how they can easily be translated into object-oriented code. In this chapter, you 
will learn the principles of object-oriented paradigms and some of the differences 
in the approaches towards object-oriented code in each of the three programming 
languages: Python, JavaScript, and C#. In this chapter, we will:

• Understand how real-world objects can become a part of fundamental 
elements in the code

• Recognize objects from nouns
• Generate blueprints for objects and understand classes
• Recognize attributes to generate fields
• Recognize actions from verbs to generate methods
• Work with UML diagrams and translate them into object-oriented code
• Organize blueprints to generate different classes
• Identify the object-oriented approaches in Python, JavaScript, and C#

Recognizing objects from nouns
Let's imagine, we have to develop a new simple application, and we receive a 
description with the requirements. The application must allow users to calculate  
the areas and perimeters of squares, rectangles, circles, and ellipses.
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It is indeed a very simple application, and you can start writing code in Python, 
JavaScript, and C#. You can create four functions that calculate the areas of the 
shapes mentioned earlier. Moreover, you can create four additional functions that 
calculate the perimeters for them. For example, the following seven functions would 
do the job:

• calculateSquareArea: This receives the parameters of the square and 
returns the value of the calculated area for the shape

• calculateRectangleArea: This receives the parameters of the rectangle and 
returns the value of the calculated area for the shape

• calculateCircleArea: This receives the parameters of the circle and returns 
the value of the calculated area for the shape

• calculateEllipseArea: This receives the parameters of the ellipse and 
returns the value of the calculated area for the shape

• calculateSquarePerimeter: This receives the parameters of the square and 
returns the value of the calculated perimeter for the shape

• calculateRectanglePerimeter: This receives the parameters of the 
rectangle and returns the value of the calculated perimeter for the shape

• calculateCirclePerimeter: This receives the parameters of the circle and 
returns the value of the calculated perimeter for the shape

However, let's forget a bit about programming languages and functions. Let's 
recognize the real-world objects from the application's requirements. It is necessary 
to calculate the areas and perimeters of four elements, that is, four nouns in the 
requirements that represent real-life objects:

• Square
• Rectangle
• Circle
• Ellipse

We can design our application by following an object-oriented paradigm. Instead of 
creating a set of functions that perform the required tasks, we can create software 
objects that represent the state and behavior of a square, rectangle, circle, and an 
ellipse. This way, the different objects mimic the real-world shapes. We can work 
with the objects to specify the different attributes required to calculate their areas 
and their perimeters.



Chapter 1

[ 3 ]

Now, let's move to the real world and think about the four shapes. Imagine that you 
have to draw the four shapes on paper and calculate both their areas and perimeters. 
What information do you require for each of the shapes? Think about this, and then, 
take a look at the following table that summarizes the data required for each shape:

Shape Required data
Square Length of side
Rectangle Width and height
Circle Radius (usually labeled as r)
Ellipse Semi-major axis (usually labeled as a) and semi-minor 

axis (usually labeled as b)

The data required by each of the shapes is going to be encapsulated 
in each object. For example, the object that represents a rectangle 
encapsulates both the rectangle's width and height. Data encapsulation 
is one of the major pillars of object-oriented programming.

The following diagram shows the four shapes drawn and their elements:
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Generating blueprints for objects
Imagine that you want to draw and calculate the areas of four different rectangles. 
You will end up with four rectangles drawn, with their different widths, heights,  
and calculated areas. It would be great to have a blueprint to simplify the process  
of drawing each rectangle with their different widths and heights.

In object-oriented programming, a class is a blueprint or a template definition  
from which the objects are created. Classes are models that define the state and 
behavior of an object. After defining a class that defines the state and behavior  
of a rectangle, we can use it to generate objects that represent the state and  
behavior of each real-world rectangle.

Objects are also known as instances. For example, we can say 
each rectangle object is an instance of the rectangle class.

The following image shows four rectangle instances drawn, with their widths and 
heights specified: Rectangle #1, Rectangle #2, Rectangle #3, and Rectangle #4. We 
can use a rectangle class as a blueprint to generate the four different rectangle 
instances. It is very important to understand the difference between a class and 
the objects or instances generated through its usage. Object-oriented programming 
allows us to discover the blueprint we used to generate a specific object. Thus, we  
are able to infer that each object is an instance of the rectangle class.
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We recognized four completely different real-world objects from the application's 
requirements. We need classes to create the objects, and therefore, we require the 
following four classes:

• Square
• Rectangle
• Circle
• Ellipse

Recognizing attributes/fields
We already know the information required for each of the shapes. Now, it is time 
to design the classes to include the necessary attributes that provide the required 
data to each instance. In other words, we have to make sure that each class has the 
necessary variables that encapsulate all the data required by the objects to perform 
all the tasks.

Let's start with the Square class. It is necessary to know the length of side for each 
instance of this class, that is, for each square object. Thus, we need an encapsulated 
variable that allows each instance of this class to specify the value of the length of side.

The variables defined in a class to encapsulate data for each 
instance of the class are known as attributes or fields. Each 
instance has its own independent value for the attributes or 
fields defined in the class.

The Square class defines a floating point attribute named LengthOfSide whose initial 
value is equal to 0 for any new instance of the class. After you create an instance of the 
Square class, it is possible to change the value of the LengthOfSide attribute.

For example, imagine that you create two instances of the Square class. One of the 
instances is named square1, and the other is square2. The instance names allow 
you to access the encapsulated data for each object, and therefore, you can use them 
to change the values of the exposed attributes.

Imagine that our object-oriented programming language uses a dot (.) to allow us 
to access the attributes of the instances. So, square1.LengthOfSide provides 
access to the length of side for the Square instance named square1, and square2. 
LengthOfSide does the same for the Square instance named square2.
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You can assign the value 10 to square1.LengthOfSide and 20 to square2. 
LengthOfSide. This way, each Square instance is going to have a different  
value for the LengthOfSide attribute.

Now, let's move to the Rectangle class. We can define two floating-point attributes 
for this class: Width and Height. Their initial values are also going to be 0. Then, you 
can create two instances of the Rectangle class: rectangle1 and rectangle2.

You can assign the value 10 to rectangle1.Width and 20 to rectangle1.Height. 
This way, rectangle1 represents a 10 x 20 rectangle. You can assign the value 30 to 
rectangle2.Width and 50 to rectangle2.Height to make the second Rectangle 
instance, which represents a 30 x 50 rectangle.

The following table summarizes the floating-point attributes defined for each class:

Class name Attributes list
Square LengthOfSide
Rectangle Width

Height
Circle Radius
Ellipse SemiMajorAxis

The following image shows a UML (Unified Modeling Language) diagram with the 
four classes and their attributes:

Recognizing actions from 
verbs – methods
So far, we have designed four classes and identified the necessary attributes for  
each of them. Now, it is time to add the necessary pieces of code that work with  
the previously defined attributes to perform all the tasks. In other words, we have 
to make sure that each class has the necessary encapsulated functions that process 
the attribute values specified in the objects to perform all the tasks.
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Let's start with the Square class. The application's requirements specified that we 
have to calculate the areas and perimeters of squares. Thus, we need pieces of code 
that allow each instance of this class to use the LengthOfSide value to calculate the 
area and the perimeter.

The functions or subroutines defined in a class to encapsulate the 
behavior for each instance of the class are known as methods. Each 
instance can access the set of methods exposed by the class. The code 
specified in a method is able to work with the attributes specified in 
the class. When we execute a method, it will use the attributes of the 
specific instance. A good practice is to define the methods in a logical 
place, that is, in the place where the required data is kept.

The Square class defines the following two parameterless methods. Notice that we 
declare the code for both methods in the definition of the Square class:

• CalculateArea: This returns a floating-point value with the calculated area 
for the square. The method returns the square of the LengthOfSide attribute 
value (LengthOfSide2 or LengthOfSide ^ 2).

• CalculatePerimeter: This returns a floating-point value with the calculated 
perimeter for the square. The method returns the LengthOfSide attribute 
value multiplied by 4 (4 * LengthOfSide).

Imagine that, our object-oriented programming language uses a dot (.) to allow 
us to execute methods of the instances. Remember that we had two instances of 
the Square class: square1 with LengthOfSide equal to 10 and square2 with 
LengthOfSide equal to 20. If we call square1.CalculateArea, it would return the 
result of 102, which is 100. On the other hand, if we call square2.CalculateArea, it 
would return the result of 202, which is 400. Each instance has a diverse value for the 
LengthOfSide attribute, and therefore, the results of executing the CalculateArea 
method are different.

If we call square1.CalculatePerimeter, it would return the result of 4 * 10, which 
is 40. On the other hand, if we call square2.CalculatePerimeter, it would return 
the result of 4 * 20, which is 80.


