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Preface
Welcome to the Mapping and Visualization with SuperCollider book. As of this  
writing, SuperCollider is almost two decades old and has already proven itself  
as a solid, state-of-the-art environment for all sorts of audio-oriented applications. 
Albeit, SuperCollider is primarily known as a sound synthesis environment; it does 
feature a powerful graphics engine and, to a certain extent, is an excellent choice 
for prototyping and implementing visual and audiovisual applications. This may 
come as a surprise to some, given that there does exist an abundance of specialized 
environments and frameworks out there; many of them are also more featured 
and optimized than SuperCollider will ever be. Nonetheless, and at least as far as 
visualization is concerned, the latter constitutes a very rational choice, as it exhibits 
several advantages over the former. Namely, it features one of the most powerful 
sound synthesis engines available on the planet; it has a powerful interpreted, 
dynamic, object-oriented, and quite easy-to-learn high-level programming language; 
it has built-in features to facilitate algorithmic music composition, which can easily 
integrate with computer graphics; it is easy to learn and use compared to other 
specialized frameworks; and it is relatively fast and stable.

This book pinpoints mapping and visualization with SuperCollider. It elaborates both 
fundamental and more advanced techniques and illustrates how SuperCollider can 
offer solutions to a wide range of typical mapping/visualization scenarios,  
varying from very rudimentary to highly complex ones. The explicit focus herein is 
mapping and visualization, yet a wide range of prerequisites, or merely relevant to the 
latter topics are discussed; these include sonification, generative  
art, statistical analysis, communication protocols, automata, and neural networks. 
These are all approached practically and from a hands-on perspective through 
numerous examples. Notwithstanding, theoretical issues are also discussed  
whenever appropriate, so that the reader develops a more in-depth understanding 
of the various topics. Throughout this book, the importance of object modeling is 
explicitly highlighted too, and software architecture itself is elaborated upon. In 
general, these are very important aspects of programming and given the minimal, or 
even nonexistent, presence of relevant resources regarding SuperCollider. This book 
aspires to be interesting to all seasoned and causal SuperCollider users.
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What this book covers
Chapter 1, Scoping, Plotting, and Metering, examines basic built-in scoping, plotting, 
and the metering of waveforms, signals, and numerical datasets in Supercollider. 
In this chapter, we will discuss how to visualize numerical datasets, signals, and 
functions; how to scope waveforms and spectra in real time; how to monitor audio 
levels and numerical data; and how to implement more complex and nonstandard 
visualizers using various built-in GUI elements.

Chapter 2, Waveform Synthesis, elaborates various waveform synthesis techniques, 
with emphasis on the visual, rather than acoustic, aspects of audio. In this chapter, 
we will discuss waveform synthesis fundamentals and learn how to generate custom 
and good-looking (in any subjective way) waveforms based on a series of techniques.

Chapter 3, Synthesizing Spectra, is similar in spirit to the Chapter 2, Waveform Synthesis, 
yet it deals with spectra rather than with waveforms. In this chapter, we will focus 
on the visual aspects of audio spectra and learn to synthesize custom and good-
looking (again in any subjective way) spectra using a variety of both time-domain 
and frequency-domain techniques.

Chapter 4, Vector Graphics, deals with vector graphics and discusses both fundamental 
theoretical concepts as well as how to create static drawings of arbitrary complexity 
in SuperCollider using a wide range of techniques. Color, matrix operations, as  
well as complex visual structures such as particle systems and fractals are discussed. 
In this chapter, we will also discuss object modeling with Event and the factory 
design pattern.

Chapter 5, Animation, elaborates on video animation. Therein, we will demonstrate 
how to implement different kinds of motion, how to create trailing effects, as well 
as how to animate complex visual structures and systems. We will also introduce 
ourselves with more advanced techniques, such as emulating environmental forces 
and real-life systems or designing articulated bodies using kinematics.

Chapter 6, Data Acquisition and Mapping, explains how arbitrary real-world numerical 
data can be retrieved, accessed, processed, and used in SuperCollider, This chapter 
elaborates on machine listening (that is, how to extract information out of audio 
signals) and discusses basic mappings and encodings.

Chapter 7, Advanced Visualizers, elaborates on a series of advanced examples wherein 
audio and data are visualized/sonified in various ways. The examples range from 
trailing waveforms and spectrogram implementations to more imaginative ones 
featuring kinematic structures, fractals, and particle systems.
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Chapter 8, Intelligent Encodings and Automata, serves as an introduction to more 
advanced topics such as statistical analysis, textual parsing, advanced encodings, 
neural networks, and cellular automata. Therein we will also discuss a possible 
implementation of the famous game of life automaton.

Chapter 9, Design Patterns and Methodologies, discusses software architecture 
and explains how certain design patterns and methodologies can be used by 
programmers and computer scientists to solve certain recurring problems.  
Starting with the requirements for a quite complex generative project, we will 
proceed step-by-step, designing and materializing it in an efficient and  
conceptually understandable way.

What you need for this book
To use the code provided with this book, you need the latest version of the 
SuperCollider programming environment, which may be downloaded from  
http://supercollider.sourceforge.net/downloads/. As of this writing,  
Version 3.6.5 is the official stable release, while 3.7 is still under development.  
While some of the code heretofore is backward compatible with older versions of  
the program, the reader is encouraged to use version 3.6.5 or newer. Bear in 
mind that the GUI part of SuperCollider, on which this book relies a lot, has been 
substantially changed over the last major updates and, thus, you need to have at 
least Version 3.5 installed. Other than the SuperCollider programming environment, 
several examples rely on the SC3-plugins library, which can be downloaded from 
http://sourceforge.net/projects/sc3-plugins/. In some exceptional cases, 
you will also have to install some Quark extensions or even third-party softwares; 
these are all discussed in the relevant chapters. Yet, you should know how to use 
the Quarks system. Finally, for those examples that depend on a working Internet 
connection, you should make sure that your computer has access to it.

To make the best of this book, it is both expected and assumed that you are already 
familiar with the fundamentals of sound synthesis and have some experience with 
SuperCollider. In particular, you should be comfortable with variables, SynthDef/
Synths, functions, routines, object-oriented programming, writing classes, scheduling, 
client/server architecture, and so on. Those readers who are not sure whether their 
SuperCollider skills are sufficient are encouraged to study the tutorials found on 
http://supercollider.sourceforge.net/learning/.
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Who this book is for
This book is for intermediate and advanced SuperCollider users who are interested in 
mapping and visualization for either scientific or artistic applications. Care has been 
taken to ensure that the book will be of interest to artists as well as scientists and other 
specialists, and even to those only indirectly interested in mapping/visualization. The 
book also discusses a wide range of topics related, but not specific, to the latter, such 
as automata, generative art, animation, artificial neural networks, and others, and 
may, therefore, be of interest to anyone having interest in those fields. To some extent, 
this book is also of interest to all SuperCollider users, including seasoned and new 
ones because it addresses object modeling and software-architecture-specific topics. 
Therefore, it provides the necessary background to all those interested in materializing 
more complex projects of any nature. The primary audience of this book is expected 
to be artists, scientists, and other specialists interested in mapping, visualization, and 
generative audiovisual systems.

Conventions
In this book, you will find a number of styles of text that distinguish between 
different kinds of information. Here are some examples of these styles, and an 
explanation of their meaning.

Code words in text are shown as follows: "Whenever they are invoked, a  
parent Window is created containing an instance of Plotter whose specifics  
are configured accordingly."

A block of code is set as follows:

( // MyfancyStereoScope Example
Server.default.waitForBoot({ // wait for server to boot
  MyFancyStereoScope.new();
  {[Saw.ar(400), Saw.ar(402)]}.play(a)
})
)
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New terms and important words are shown in bold. Words that you see on the 
screen, in menus or dialog boxes for example, appear in the text like this: "In order 
to make this code work, we also need to load the StandardFirmata code in our 
Arduino, which we can find in the Examples | Firmata submenu of the Arduino 
Integrating Development Environment (IDE)".

Warnings or important notes appear in a box like this.

Tips and tricks appear like this.

Reader feedback
Feedback from our readers is always welcome. Let us know what you think about 
this book—what you liked or may have disliked. Reader feedback is important for us 
to develop titles that you really get the most out of.

To send us general feedback, simply sendan e-mail to feedback@packtpub.com, and 
mention the book title viathe subject of your message.

If there is a topic that you have expertise in and you are interested in either writing 
or contributing to a book, see our author guide on www.packtpub.com/authors.

Customer support
Now that you are the proud owner of a Packt book, we have a number of things to 
help you to get the most from your purchase.

Downloading the example code
You can download the example code files for all Packt books you have purchased 
from your account at http://www.packtpub.com. If you purchased this book 
elsewhere, you can visit http://www.packtpub.com/support and register to have 
the files e-mailed directly to you.
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Errata
Although we have taken every care to ensure the accuracy of our content, mistakes 
do happen. If you find a mistake in one of our books—maybe a mistake in the text or 
the code—we would be grateful if you would report this to us. By doing so, you can 
save other readers from frustration and help us improve subsequent versions of this 
book. If you find any errata, please report them by visiting http://www.packtpub.
com/submit-errata, selecting your book, clicking on the erratasubmissionform link, 
and entering the details of your errata. Once your errata are verified, your submission 
will be accepted and the errata will be uploaded on our website, or added to any list of 
existing errata, under the Errata section of that title. Any existing errata can be viewed 
by selecting your title from http://www.packtpub.com/support.

Piracy
Piracy of copyright material on the Internet is an ongoing problem across all media. 
At Packt, we take the protection of our copyright and licenses very seriously. If you 
come across any illegal copies of our works, in any form, on the Internet, please 
provide us with the location address or website name immediately so that we can 
pursue a remedy.

Please contact us at copyright@packtpub.comwith a link to the suspected  
pirated material.

We appreciate your help in protecting our authors, and our ability to bring  
you valuable content.

Questions
You can contact us at questions@packtpub.com if you are having a problem with 
any aspect of the book, and we will do our best to address it.



Scoping, Plotting,  
and Metering

Visualizing audio signals and numerical datasets can be very straightforward in 
SuperCollider with the built-in scoping, plotting, and metering functionalities. 
The corresponding GUI objects are simple to use, yet they are highly customizable 
and extremely powerful. In this chapter we will introduce a series of fundamental 
techniques, and learn how to design both basic as well as more advanced custom 
visualizers. However, it should be noted that all the examples herein assume 
normalized datasets and test signals, deferring the complexities of data mapping and 
signal optimization to be discussed in depth in subsequent chapters.

The topics that will be covered in this chapter are as follows:

•	 Plotting audio, numerical datasets, and functions
•	 Scoping waveforms and spectra
•	 Metering signals and data
•	 Nonstandard and complex visualizers

Plotting audio, numerical datasets,  
and functions
Before discussing how we can scope audio signals in real time, it is worth reviewing 
the various ways in which we can create static graphs and charts out of arbitrary 
numerical datasets or signals.
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Using plot and plot graph
SuperCollider provides us with a very handy plot method. We can use this method 
in different situations to create graphs on the fly from instances of Function, 
ArrayedCollection, Env, Buffer, SoundFile, WaveTable, and from a series of other 
objects (also depending on what extensions we have installed). An example of this is 
shown in the following code:

{SinOsc.ar(100)}.plot(0.1);              // plot a 0.1 seconds of a 
sinewave
[5,10,100, 50, 60].plot;                 // plot a numerical dataset
Env([0,1,0],[1,1],[-10,2]).plot;         // plot an envelope
Signal[0,1,0.5,1,0].plot;                // plot a signal
Wavetable.chebyFill(513,[1]).plot;       // plot a wavetable

( // plot the contents of a sound file
Server.default.waitForBoot({ // wait for Server to boot
  Buffer.read(Server.default, Platform.resourceDir +/+  
  "sounds/a11wlk01.wav").plot;
});
)

Downloading the example code
You can download the example code files for all Packt books you have 
purchased from your account at http://www.packtpub.com. If you 
purchased this book elsewhere, you can visit http://www.packtpub.
com/support and register to have the files e-mailed directly to you.

In all cases, the resulting graphs will be automatically normalized with respect to 
the kind of data plotted so that each dimensions' display range is determined by the 
minimum and maximum quantities it has to represent; that is, to say that the plot's 
graph is content-dependent. Additionally, their meaning depends upon the receiver 
(that is, the kind of object plotted) so that for instances of Array, Wavetable, or 
Signal, the graph would represent the value per index; for UGen graphs, amplitude 
per unit time; for instances of Env, value per unit time; and for instances of Buffer, 
amplitude per frame. Since its behavior is different for different kinds of objects, the 
plot is said to be polymorphic. We should always consider the implicit consequences 
of these two properties. For example, the following two waveforms could be easily 
mistaken as identical, even if they are not:

(  // plot two sinusoids of different amplitude
{SinOsc.ar(100)}.plot(bounds:Rect(0,0,400,400));
{SinOsc.ar(100)*2}.plot(bounds:Rect(400,0,400,400));
)
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To compensate for such a phenomenon, we need to explicitly set the minima (minval) 
and maxima (maxval) arguments. Interestingly enough, we can also plot abstract 
functions as long as they are one-argument ones and return some arithmetic value. 
We can do this with the plotGraph method, as follows:

{arg x; tan(x**2);}.plotGraph(100,-pi,pi); // graph out of a function

Here, the interpreter calculates the output of the given function for 100 different 
values in the range of ± π and populates the graph with the results; the horizontal axis 
representing node indexes and the vertical axis representing the function's output.

Buffer objects have a finite capacitance measured in frames; 
each frame may hold exactly one sample, therefore, a frame is 
the container of a sample.
Polymorphism in Computer Science refers to the ability 
in programming to present the same interface for different 
underlying forms.
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Using plotter
Both plot and plotGraph are convenient methods, which ostensibly are just 
abstractions of a series of tasks. Whenever they are invoked, a parent Window is 
created containing an instance of Plotter whose specifications are configured 
accordingly. Explicitly creating and using Plotter allows sophisticated control over 
the way our data is plotted. The following code exemplifies a number of features of 
the Plotter object:

(  // data visualization using custom plotters
// the parent window
var window = Window.new("Plotter Example", Rect(0,0,640,480)).front;

// the datasets to visualize 
var datasetA = Array.fill(1000,{rrand(-1.0,1.0)});// random floats
var datasetB =  [ // a 2-dimensional array of random floats
  Array.fill(10,{rrand(-1.0,1.0)}),
  Array.fill(10,{rrand(-1.0,1.0)})
];

// the plotters
var plotterA = Plotter("PlotterA",Rect(5,5,630,235),window);
var plotterB = Plotter("PlotterB",Rect(5,240,630,235),window);

// setup and customize plotterA
plotterA.value_(datasetA);       // load dataset
plotterA.setProperties(          // customize appearance
  \plotColor, Color.red,         // plot color
  \backgroundColor, Color.black, // background color
  \gridColorX, Color.white,      // gridX color
  \gridColorY, Color.yellow)     // gridY color
.editMode_(true)   // allow editing with the cursor
.editFunc_({ // this function is evaluated whenever data is edited
  arg plotter,plotIndex,index,val,x,y;
  ("Value: " ++ val ++ " inserted at index: " ++ index ++  
    ".").postln;
});

// setup and customize plotterB
plotterB.value_(datasetB);   // load datasetB
plotterB.superpose_(true);   // allow channels overlay
plotterB.setProperties(


