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Preface

The world of software development is experiencing dramatic growth and di-
versification, with a multitude of new languages and technologies continually
being introduced and elaborated: XML, .Net, web services, mobile computing,
etc. It therefore becomes increasingly difficult to keep up to date with even the
technologies in one particular area.

At the same time, important steps towards unification and standardisation
of notations and methods are taking place — the new UML 2.0 standard is the
prime example of these, and provides a common notation and set of concepts
which can be used in any object-oriented development for any kind of system.
The MDA! (Model-driven Architecture) likewise provides a general strategy for
separating platform-independent specifications of systems from their platform-
specific implementations.

In this book we cover the key languages and techniques for object-oriented
software design of a wide range of systems:

e UML 2.0: we introduce the core concepts and notations of UML, and
show how they can be used in practice.

e MDA: we describe the key elements of this approach, and transformations
of models using UML Profiles, XSLT, JMI and REL

e Internet system design: how to use JavaScript, Flash, XHTML, JSP
and Servlets to produce modular, usable, portable and accessable web
systems.

e Web Services: including technologies such as J2EE, JavaMail, .Net, SOAP,
WSDL and streaming.

e E-commerce: including the Semantic Web, FTP, WML and Bluetooth.

A catalogue of UML model transformations is also provided. The supporting
website contains the UML-RSDS tool to support the MDA process, and the
UML2Web tool for the synthesis of web applications from UML descriptions.

Examples of the use of these techniques are given throughout the book,
with three large case studies being used:

IMDA is a registered trademark of the OMG.

vii



viii Preface

e A system to play Scrabble.
e An internet jukebox using data streaming.
e An online estate-agent system.

Acknowledgements

Kelly Androutsopoulos, David Clark and Pauline Kan contributed to the pro-
gram synthesis concepts used in the book. Runa Jesmin contributed the ma-
terial on usability design of web systems. The internet jukebox case study is
due to Ruth O’Dowd, Taherah Ansari contributed the case study of XSLT and
REI transformations, and numerous other students at King’s College have also
helped in providing feedback on courses in which the material presented here
has been taught.



Chapter 1

The Challenges of Software Design

This chapter surveys current issues in software construction, the problems
caused by the pace of technological change, and the need for improved main-
tainability and portability of software. In particular we consider the need
for software development to focus more resources on construction of platform-
independent models to reduce the effort in recreating a system for a new plat-
form or technology.

1.1 Software development

The purpose of software! remains the same today as it was at the beginning of
computing in the 1940s: to automate the solution of complex problems, using
computers. However the nature of the problems to be solved has changed
dramatically, and so have the programming techniques employed: the first
computers were used for highly critical and specialised tasks such as decryption,
and ‘programming’ them meant reconfiguring the hardware (vacuum tubes or
‘valves’) of these huge and massively expensive devices.

Today, the variety of tasks for which computational power is used spans the
whole range of business, social and creative endeavours. Increasingly, instead of
performing some isolated computation, software systems form active or passive
elements in a communicating network of services and agents, each new system
depending essentially on existing capabilities of previously developed systems,
whose services it uses.

Programming techniques have also advanced in the decades that followed
the 1940s, through the use of languages of increasing power and abstraction:
Assembly languages, FORTRAN, C, C++, and now Java and C#. Instead of
manipulating instructions at the level of the hardware, programmers specify
data and algorithms in terms of the problem domain. The rise of object-
orientation as a language for problem description and solution is the prime

I The name ‘software’ for computer programs seems to have been used for the first time
by John Tukey in the January 1958 edition of the American Mathematical Monthly journal
[50].
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present-day example of this progression. Object-oriented languages have be-
come the dominant trend in software development, and even archaic languages
such as FORTRAN, BASIC and COBOL have been extended with object-
oriented facilities.

The software development activities undertaken by companies today have
also changed. Instead of building new stand-alone systems, software develop-
ment is often used to enhance a company’s enterprise information capabilities
by building new functions into an already existing infrastructure, or by gluing
together existing systems to carry out new services. In general, the emphasis
in software development is increasingly on systems as components in larger
systems, components which interact and combine with each other, perhaps in
ways that were not envisaged by their original developers.

For example, in the jukebox audio streaming case study of Chapter 8, ex-
isting web services specialised for streaming audio data need to be combined
with a playlist database, control unit and a device for playing the downloaded
data.

Another factor has arisen, of profound significance for the software industry,
which is the pace of change and introduction of new technologies. Although the
rate of progress in the computer industry has always been rapid compared to
other fields, since the advent of the internet, the dissemination and uptake of
new languages and techniques has reached a level that seems to put any system
more than a year old in danger of obsolescence, and requires continual revision
in education and training of developers.

For example, it took over a decade for object-orientation to emerge from
research and niche application areas to become the pervasive feature of modern
programming languages, yet more recently XML [53] has made the same scale
of transition in under five years.

The rapid change and introduction of new software technologies and lan-
guages, whilst obviously bringing benefits in enhanced capabilities, has also
resulted in expense and disruption to companies using software, due to the
need to continually upgrade and migrate applications.

The concept of Model-driven Architecture (MDA) [28] aims to alleviate
this problem by focusing developer effort at higher levels of abstraction, in
the creation of platform-independent models (PIMs) from which versions of
the system appropriate to particular technologies/languages can be generated,
semi-automatically, using platform-specific models (PSMs). This means that
companies can retain the key elements of their software, especially the business
rules or logical decision-making code, in a form that is independent of changes
in technology, and that can be used to generate, at relatively low cost, new
implemented systems for particular technologies.

The MDA approach (Figure 1.1) can be seen as a continuation of the trend
towards greater abstraction in programming languages. In this case, the ‘pro-
gramming’ is intended to take place at the level of diagrammatic UML models
and constraints on these models. Executable versions of the system are then
generated, as an extension of the compilation process.

This book will describe one approach for making this vision of reusable
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Platform Independent
Model

Transformations

Platform Specific Model
(Platform A)

Platform Specific Model
(Platform B)

Code Generation

Implemented System
(Platform B)

Implemented System
(Platform A)

Figure 1.1: The MDA process

software a practical reality. In the remainder of the chapter we survey existing
software development methods and the key concepts of software development
processes, and discuss how these relate to the MDA.

1.2 Software development methods

A software development method is a systematic means of organising the pro-
cess and products of a software construction project. A software development
method typically consists of:

e Notations or languages to describe the artifacts being produced, for ex-
ample UML [51] can be used to describe requirements, analysis or design
models.

o A process, defining the sequence of steps taken to construct and validate
artifacts in the method.

e Tools to support the method.

Some popular development methods are the spiral model, the waterfall model,
the rational unified process, and extreme programming.

1.2.1 The Waterfall model

In the waterfall model [41], the stages of development such as requirements
definition, design and implementation are separated into complete tasks which
must be fully carried out and ‘signed off’ before the next task can be started
(Figure 1.2). Each stage produces a deliverable (eg, a complete requirements
specification, complete system design) which is intended to not need much
further revision.
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Requirements
Definition
System and

Software Design

Implementation &

unit testing

Integration &

system testing

Operation and
maintenance

Feedback

Figure 1.2: Waterfall model process

1.2.2 The Spiral model

The spiral model [5] is based on an iteration of incremental development steps
(Figure 1.3). Each iteration (cycle of the spiral) produces a deliverable, such as
an enhanced set of models of a system, or an enhanced prototype of a system.
In each iteration a review stage is carried out to check that the development is
progressing correctly and that the deliverables meet their requirements. Unlike
the waterfall model, the deliverables produced may be partial and incomplete,
and can be refined by further iterations.

1.2.3 The Rational Unified Process (RUP)

The Rational Unified Process [43] defines four phases in the development
process:

1. Inception: definition of project scope, goals of the system, evaluation of
its feasibility and general estimates of project cost and time. A prototype
may be built to assist in checking if the project is viable. The main process
in this phase is requirements definition, producing initial use cases in
agreement with the users.

2. FElaboration: requirements analysis and definition of architectural design.
The use cases are elaborated and structured, forming a starting point for
the design of the overall architecture of the system.

3. Construction: design and implementation through the development of
prototypes, culminating in the delivery of a beta version of the system to
user sites.

4. Transition: testing, correction of defects detected by users, rollout of new
versions until a production version is reached.
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Figure 1.3: Spiral model process

The major milestones in development are the progression from one phase to
another: the decision to commit to the project in the Inception — Elaboration
progression, an accepted first revision of the requirements document in the
Elaboration —  Construction progression, and a beta release in the
Construction — Transition progression.

The process is use-case driven: each design module should identify what
use cases it implements, and every use case must be implemented by one or
more modules.

1.2.4 Extreme Programming (XP)

Extreme programming tries to minimise the complexity of following a particular
development process [4]. Instead of prescribing a rigid set of development steps
and milestones, it emphasises a number of practices:

o Realistic planning: customers make the business decisions about a system,
the developers make the technical decisions. Plans are reviewed and
revised as necessary.

o Small releases: release a useful system quickly, and release updates at
frequent intervals.

e Metaphor: all programmers should share an understanding of the purpose
and global strategy of the system being developed.
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o Simplicity: design everything to be as simple as possible instead of pre-
paring for future complexity.

o Testing: both customers and programmers write tests. The system should
be frequently tested.

e Refactoring: the system should be restructured whenever necessary to
improve the code and eliminate duplication.

o Pair programming: put programmers together in pairs, each pair writes
code on the same computer.

o Collective ownership: all programmers have permission to change any
code as necessary.

e (Continuous integration: whenever a task is completed, build a complete
system containing this part and test it.

o J0-hour week: don’t work extreme hours to try to compensate for plan-
ning errors.

o On-site customer: an actual customer of the system should be available
at all times.

o Coding standards: follow standards for self-documenting code.

XP is a lightweight development approach which aims to avoid the time-
consuming documentation and structures of other methods. Code can be writ-
ten immediately after definition of use cases (together with test plans for each
use case). The code produced can then be refactored and restructured to pro-
duce a more efficient and maintainable implementation.

1.2.5 Which method to choose?

The waterfall model has often been criticised for its rigid progression from one
task to the next, which can lead to a progressive build-up of delays, as one
task cannot begin until its predecessor has completed. On the other hand,
it imposes greater discipline than more evolutionary incremental approaches,
where ‘completion’ of a task is left open-ended, and indeed, may not end.

The cumulative iterations and reviews of the spiral model can lead to earlier
detections of errors, and therefore lower costs and reduced risks of failure than
monolithic methods such as the waterfall model.

The Rational Unified Process, like the waterfall model, also has an em-
phasis on development phases with milestones as the progressions between
them. Some software engineers believe that, in contrast, an architecture-driven
approach is necessary for object-oriented development, whereby global phases
are replaced as the focus by the modular construction of systems, component
by component and layer by layer. For each layer there are separate specific-
ation, design and implementation activities. XP may be a better fit for this
approach than phase-centred methods.

In principle, any of the above development methods can be used in a MDA
development, although the end product of the process may be a PIM or a
PIM plus PSMs, instead of executable code. With the MDA, the progression
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from specification to design, and from design to implementation, may be partly
automated. This enables developer effort to be concentrated on producing high-
quality and correct PIMs. Refactoring transformations and design patterns are
of particular importance in this respect, and we describe how these can be used
for PIM to PIM mapping and PIM to PSM mapping in Chapter 5.

1.3 Software development steps

A number of stages are typically present in any software development project,
regardless of the development model and methods chosen. We will illustrate
these stages for two different projects: (i) a system to play Scrabble against
human players, and (ii) a system to stream music from a server to a home
entertainment system.

1.3.1 Feasibility analysis

This stage evaluates the technical options for implementing the system,
determining if it is feasible to implement it, and if so, if there is a cost-effective
implementation. Background research may be needed to investigate similar
systems that already exist, and what services are available to carry out parts
of the required functionality. Trial implementation/prototyping could also be
carried out, or mathematical estimation (eg, of bandwidth or data storage
requirements).

This stage can be carried out as part of the risk analysis phase in the earliest
iteration of the spiral model, or as the first step in the waterfall model. In the
spiral model a developer could recheck the feasibility of the system after each
iteration as part of the review task.

For example, in the case of the Scrabble playing system, this stage would
investigate the rules of Scrabble, existing AI techniques and programs such as
Maven [46] and the feasibility of different memory storage and lookup schemes
for dictionaries.

For the Jukebox project, this stage would involve investigating the state
of available music streaming technologies, for example, streaming servers such
as Helix (http://www.realnetworks.com/) and checking that these support the
required functionality of the system.

1.3.2 Requirements definition

Provided that it has been determined that there is some feasible and cost-
effective way of constructing the system, the development process can advance
to elicit in detail the required functionality of the system.

This stage systematically records the requirements that the customer(s) of
the system have for it, and the constraints imposed on the system by existing
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systems that it is required to operate with, including existing work practices.
For the Scrabble system, the list of requirements could include:

1. The system must enable between one and three human players to play,
together with the computer player.

2. Standard Scrabble rules for moves and the validity of moves should be
enforced.

3. The system should check all words formed in each move, and only accept
the move if all the words appear in its dictionary.

4. The system should keep a history of all valid moves made in a game: the
letters played, the player who moved, and the score of the move.

For the Jukebox, the requirements could include:

1. The server should be capable of storing 100 tracks.

2. The user can add a track to the server from a CD, by inserting the CD
into their computer and following on-screen instructions from the system.

3. The user interface can be on a separate device to the server. The Ul
provides an index of tracks, a way to select tracks and playback control
(play, stop, fast forward, rewind).

Use-case models in UML can be drawn for either system, to make clear what
users or external systems are involved in each functional requirement. Figure
1.4 shows some use cases for the Scrabble system, and Figure 1.5 those for the
jukebox.

add player

start game Computer
Player

select letters - @

\ generate move 7

\ make move

end game

¥
&
=

Figure 1.4: Use cases for Scrabble player
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view/edit playlists

User

Q / play track/playlist
————= ( upload track

Figure 1.5: Use cases for internet jukebox

1.3.3 Analysis

This stage builds precise models of the system, using suitable graphical or
mathematical notations to represent its state and behaviour in an abstract,
platform-independent manner. In a critical system, such as a railway signalling
system, formal validation that the analysis models satisfy required properties
would be carried out.

For the Scrabble system a fragment of the class diagram is shown in Figure
1.6. A fundamental property is that the total number of letters in the game is
always 100, these may be distributed between the player’s racks, the bag, or
the board. Hence the annotation in the top corner of the Letter class.

For the Jukebox, the core data model is much simpler (Figure 1.7). There
will also be other web forms associated with the system, for logging in, viewing
and creating playlists, etc.

1.3.4 Design

This stage defines an architecture and structure for the implementation of the
system, typically dividing it into subsystems and modules which have respons-
ibility for carrying out specific parts of its functionality and managing parts of
its data. The activities in design include:

1. Architectural design: define the global architecture of the system, as a set
of major subsystems, and indicate the dependencies between them.
For example, partitioning a system into a GUI, functional core, and data
repository. The GUI depends on the core because it invokes operations
of the core, and the core may depend on the GUI (if it invokes GUI
operations to display the result of computations, for example). The core
depends on the repository. There may be no other connections. Such an
architecture is termed a three tier architecture. Figure 1.8 shows such a
design architecture for the Scrabble system.
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Board
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Figure 1.6: Extract from analysis model of Scrabble player
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Figure 1.7: Analysis model of jukebox
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GUI
Player GUI Administrator
GUI
Functional Core \ ¢/
Move Game Strategy
Management
Data Repository \
Move History Dictionary
Data

Figure 1.8: Architecture of Scrabble system

MDA may be applied only to the functional core of a system, which
contains the business rules of the system, or to all tiers, provided suitable
models of these tiers can be defined.

2. Subsystem design: decomposition of these global subsystems into smaller
subsystems which each handle some well-defined subset of its respons-
ibilities. This process continues until clearly identified modules emerge
at the bottom of the subsystem hierarchy. A module typically consists
of a single entity or group of closely related entities, and operations on
instances of these entities.

3. Module design: define each of the modules, in terms of:

(a) the data it encapsulates — eg: a list of attributes and their types or
structures;

(b) the properties (invariants or constraints) it is responsible for main-
taining (ie, for ensuring that they are true whenever an operation is
not in progress);

(c) the operations it provides (external services) — eg: their names, input
and output data, and specifications. This is called the interface of
the module.

4. Detailed design: for each operation of the module, identify the steps of
its processing.

Specialised forms of design include interface design, to plan the appearance
and sequencing of dialogs and other graphical interface elements for user in-



